![](data:image/png;base64,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)

Facultad de matemáticas

Reporte de casos de pruebas para el Módulo de Conteo de líneas lógicas

Versión 1.0

Autores:

Aaron Isaac Graniel Arzat

Fernando Joachín Prieto

David Peña Muñoz

Jose Luis Pooc Moo

Andrea Isabel Torres Perez

**CONTROL DE DOCUMENTACIÓN**

**Control de Configuración**

| **Título:** | Reporte de casos de pruebas para el Módulo de Conteo de líneas lógicas |
| --- | --- |
| **Referencia:** | REP\_CasosPruebasConteoLineasLogicas\_v1.0\_2025-03-05.docx |
| **Autor(es):** | David Peña Muñoz, Andrea Isabel Torres Perez |
| **Fecha:** | 05/03/2025 |

**Histórico de versiones**

| **Versión** | **Fecha** | **Estado** | **Responsable** | **Nombre de archivo** |
| --- | --- | --- | --- | --- |
| 1.0 | 05/03/2025 | A | Andrea Isabel Torres Perez | REP\_CasosPruebasConteoLineasLogicas\_v1.0\_2025-03-05.docx |

**Estado:** (B)orrador, (R)evisión, (A)probado

**Histórico de cambios**

| **Versión** | **Fecha** | **Cambios** |
| --- | --- | --- |
| 1.0 | 05/03/2025 | Primera versión. |
| 1.0 | 05/03/2025 | Actualización de casos de prueba |

**Índice**

[**1. Introducción 4**](#_qal6c07zv3iu)

[**2. Casos de pruebas unitarias del módulo de Conteo de líneas lógicas 4**](#_39awp88azdjy)

[2.1. No Líneas lógicas 4](#_3oxk5msgrf6a)

[2.2. Declaración de clase 7](#_pqlybgtr8xnv)

[2.3. Declaración de interfaz 10](#_30pszj5zi00c)

[2.4. Declaración de enum 13](#_83meftxjlgo3)

[2.5. Declaración de método 16](#_6jcjdsq048no)

[2.6. Estructura if 19](#_uuz7e62f5q59)

[2.7. Estructura for 21](#_slb8otn0crds)

[2.8. Estructura while 24](#_uxm45tng8ayq)

[2.9. Estructura switch 27](#_igt7v4nj0mu1)

[2.10. Estructura Try 30](#_n03yvvovtf99)

[2.11. Entrada mixta de líneas lógicas 33](#_89yv6de0qxb9)

# **Introducción**

Este documento detalla los casos de prueba unitarios para la verificación y validación del módulo de Conteo de líneas lógicas referente al sistema de conteo de líneas lógicas y físicas.

# **Casos de pruebas unitarias del módulo de Conteo de líneas lógicas**

### 2.1. No Líneas lógicas

*Tabla 1 - Caso de prueba 2.1*

| **Caso de prueba** | No existen líneas lógicas | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP01\_NoLineasLogicas | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que el método count retorne 0 cuando el archivo contiene únicamente líneas que no son consideradas lógicas. | | |
| **Descripción** | Se crea un archivo temporal con un conjunto de líneas que, al procesarlas, no se consideran lógicas. Se invoca el método *count* y se espera que el resultado sea 0. | | |
| **Criterios de éxito** | El método devuelve 0. | | |
| **Criterios de falla** | Retorna un valor distinto a 0 o lanza una excepción inesperada. | | |
| **Precondiciones** | El archivo temporal se crea correctamente en la ruta especificada.  Las líneas de código cumplen con la sintaxis estándar. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "package com.example;"  ● "import java.util.List;"  ● "" (línea vacía)  ● "// This is a comment"  ● "@Deprecated"  ● "int x = 0" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Crea el archivo temporal con las líneas de entrada indicadas. |  |
| **2** | Se invoca el método *count* de LogicalLineCounter con dicho archivo. |  |
| **3** |  | El sistema procesa las líneas mediante isLogicalLine. |
| **4** |  | El sistema retorna el total de líneas lógicas (se espera 0). |
| **5** | Verifica que el resultado coincide con lo esperado. |  |
| **Post condiciones** | N/A. | | |

*Tabla 2 - Resultado del caso de prueba 2.1*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.2. Declaración de clase

*Tabla 3 - Caso de prueba 2.2*

| **Caso de prueba** | Declaración de clase | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP02\_DeclaracionDeClase | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la declaración de una clase se reconozca correctamente como una línea lógica. | | |
| **Descripción** | Se crea un archivo temporal que incluye la declaración de una clase. El método *count* debe identificar esta línea como lógica y contar 1 línea. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1, o lanza una excepción inesperada. | | |
| **Precondiciones** | El archivo se crea con sintaxis estándar para la declaración de clases. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "package com.example;"  ● ""  ● "public class TestClass {"  ● " // class body"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se genera el archivo temporal con las líneas de entrada. |  |
| **2** | Se invoca el método *count*. |  |
| **3** |  | El sistema procesa las líneas, detecta la declaración de la clase y suma 1 línea lógica. |
| **4** |  | Se retorna el valor 1. |
| **5** | El usuario verifica que el resultado es 1. |  |
| **Post condiciones** | N/A. | | |

*Tabla 4 - Resultado del caso de prueba 2.2*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.3. Declaración de interfaz

*Tabla 5 - Caso de prueba 2.3*

| **Caso de prueba** | Declaración de interfaz | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP03\_ DeclaraciónDeInterfaz | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la declaración de una interfaz se reconozca como una línea lógica. | | |
| **Descripción** | Se genera un archivo temporal que contiene la declaración de una interfaz. El método *count* debe reconocer dicha línea y contar 1 línea lógica. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | El archivo se crea siguiendo la sintaxis estándar para interfaces. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "package com.example;"  ● ""  ● "public interface TestInterface {"  ● " // interface body"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se crea el archivo temporal con las líneas de entrada. |  |
| **2** | Se invoca el método *count*. |  |
| **3** |  | El sistema procesa la línea de declaración de la interfaz y la cuenta como 1 línea lógica. |
| **4** |  | Retorna el valor de 1. |
| **5** | El usuario verifica el resultado. |  |
| **Post condiciones** | N/A. | | |

*Tabla 6 - Resultado del caso de prueba 2.3*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.4. Declaración de enum

*Tabla 7 - Caso de prueba 2.4*

| **Caso de prueba** | Declaración de enum | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP04\_ DeclaraciónDeEnum | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la declaración de un enum se cuente como una línea lógica. | | |
| **Descripción** | Se crea un archivo temporal con una declaración de enum. El método *count* debe detectar la línea de declaración y contar 1 línea lógica. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | El método devuelve un valor distinto a 1, y/o se genera un error inesperado. | | |
| **Precondiciones** | El archivo se genera con sintaxis estándar para enums. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "package com.example;"  ● ""  ● "public enum TestEnum {"  ● " VALUE1, VALUE2;"  ● " // enum body"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se crea el archivo temporal con las líneas de entrada. |  |
| **2** | Se invoca el método *count*. |  |
| **3** |  | El sistema detecta la declaración del enum y cuenta 1 línea lógica. |
| **4** |  | Retorna el valor de 1. |
| **5** | Verifica el resultado obtenido. |  |
| **Post condiciones** | N/A. | | |

*Tabla 8 - Resultado del caso de prueba 2.4*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.5. Declaración de método

*Tabla 9 - Caso de prueba 2.5*

| **Caso de prueba** | Declaración de método | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP05\_DeclaracionDeMetodo | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la declaración de un método se cuente como una línea lógica. | | |
| **Descripción** | Se crea un archivo temporal que contiene la declaración de un método. El método *count* debe identificar dicha declaración y contar 1 línea lógica. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | El archivo contiene el formato adecuado para declaraciones de métodos. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "public static int dividir(int a, int b) {"  ● " return a / b;"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se genera el archivo temporal con las líneas indicadas. |  |
| **2** | Se genera el archivo temporal con las líneas indicadas. |  |
| **3** |  | El sistema procesa la línea y determina que es lógica. |
| **4** |  | El sistema retorna 1. |
| **5** | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A. | | |

*Tabla 10 - Resultado del caso de prueba 2.5*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.6. Estructura if

*Tabla 11 - Caso de prueba 2.6*

| **Caso de prueba** | Estructura if | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP06\_ EstructuraIf | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la sentencia if se cuente como una línea lógica. | | |
| **Descripción** | Se crea un archivo temporal que contiene una sentencia if con su bloque. El método *count* debe identificar la sentencia if y contar 1 línea lógica. | | |
| **Criterios de éxito** | El método devuelve true cuando es la declaración de un método y false en cualquier otro caso. | | |
| **Criterios de falla** | El método retorna 1. | | |
| **Precondiciones** | La sintaxis del if es la estándar. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "if (x > 0) {"  ● " // do something"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se genera el archivo temporal con las líneas indicadas. |  |
| **2** | Se genera el archivo temporal con las líneas indicadas. |  |
| **3** |  | El sistema procesa la línea y determina que es lógica. |
| **4** |  | El sistema retorna 1. |
| **5** | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A. | | |

*Tabla 12 - Resultado del caso de prueba 2.6*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |

### 2.7. Estructura for

*Tabla 13 - Caso de prueba 2.7*

| **Caso de prueba** | Estructura for | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP07\_EstructuraFor | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la sentencia for se cuente como una línea lógica. | | |
| **Descripción** | Se genera un archivo temporal con una estructura for. El método *count* debe reconocer la línea for como lógica y contar 1 línea. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | La sintaxis del for es la estándar. | | |
| **Necesidades para el caso de prueba** | Datos de pruebas:  ● "for (int i = 0; i < 10; i++) {"  ● " // loop body"  ● "}" | | |
| **Autor** | Andrea Torres Pérez | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| **1** | Se genera el archivo temporal con las líneas indicadas. |  |
| **2** | Se genera el archivo temporal con las líneas indicadas. |  |
| **3** |  | El sistema procesa la línea y determina que es lógica. |
| **4** |  | El sistema retorna 1. |
| **5** | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A. | | |

*Tabla 14 - Resultado del caso de prueba 2.7*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | Andrea Isabel Torres Pérez | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.8. Estructura while

*Tabla 15 - Caso de prueba 2.8*

| **Caso de prueba** | Estructura while | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP08\_ EstructuraWhile | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la sentencia while se cuente como una línea lógica. | | |
| **Descripción** | Se crea un archivo temporal con una estructura while. El método *count* debe detectar la sentencia while y contar 1 línea lógica. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | ● El archivo se genera con sintaxis estándar para while. | | |
| **Necesidades para el caso de prueba** | Datos de entrada:  ● "while (x < 10) {"  ● " // loop body"  ● "}" | | |
| **Autor** | David Muñoz Peña | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| 1 | Se genera el archivo temporal con las líneas indicadas. |  |
| 2 | Se genera el archivo temporal con las líneas indicadas. |  |
| 3 |  | El sistema procesa la línea y determina que es lógica. |
| 4 |  | El sistema retorna 1. |
| 5 | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A | | |

*Tabla 16 - Resultado del caso de prueba 2.8*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | David Muñoz Peña | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.9. Estructura switch

*Tabla 17 - Caso de prueba 2.9*

| **Caso de prueba** | Estructura switch | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP09\_ EstructuraSwitch | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que la estructura switch se procese correctamente, distinguiendo entre la declaración del switch y los cases, según la lógica implementada. | | |
| **Descripción** | Se crea un archivo temporal con un bloque switch-case. Dependiendo de la implementación de LogicalLineCounter, se espera que se cuente la parte inicial. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | El bloque switch-case respeta la sintaxis estándar de Java. | | |
| **Necesidades para el caso de prueba** | Datos de prueba:  · "switch (x) {"  · " case 1:"  · " break;"  · " default:"  · " break;"  · "}" | | |
| **Autor** | David Muñoz Peña | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| 1 | Se genera el archivo temporal con las líneas indicadas. |  |
| 2 | Se genera el archivo temporal con las líneas indicadas. |  |
| 3 |  | El sistema procesa la línea y determina que es lógica. |
| 4 |  | El sistema retorna 1. |
| 5 | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A | | |

*Tabla 18 - Resultado del caso de prueba 2.9*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | David Muñoz Peña | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.10. Estructura Try

*Tabla 19 - Caso de prueba 2.10*

| **Caso de prueba** | Estructura Try | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP10\_ EstructuraTry | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Verificar que una estructura try se cuente como una única línea lógica. | | |
| **Descripción** | Se genera un archivo temporal con un bloque try-catch. El método *count* debe identificar que la estructura completa se cuenta como 1 línea lógica. | | |
| **Criterios de éxito** | El método retorna 1. | | |
| **Criterios de falla** | Retorna un valor distinto a 1 o se produce algún error inesperado. | | |
| **Precondiciones** | El archivo se genera con sintaxis estándar para try-catch. | | |
| **Necesidades para el caso de prueba** | Datos de prueba:  · "try {"  · " // try block"  · "} catch(Exception e) {"  · " // handle exception"  · "}" | | |
| **Autor** | David Muñoz Peña | | |
| **Fecha de creación** | 05/03/2025 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| 1 | Se genera el archivo temporal con las líneas indicadas. |  |
| 2 | Se genera el archivo temporal con las líneas indicadas. |  |
| 3 |  | El sistema procesa la línea y determina que es lógica. |
| 4 |  | El sistema retorna 1. |
| 5 | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A | | |

*Tabla 20 - Resultado del caso de prueba 2.10*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | David Muñoz Peña | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |
|  |  |  |

### 

### 

### 2.11. Entrada mixta de líneas lógicas

*Tabla 21 - Resultado del caso de prueba 2.11*

| **Caso de prueba** | Entrada mixta de líneas lógicas | | |
| --- | --- | --- | --- |
| **Identificador caso de prueba** | CP11\_ EntradaMixtaDeLíneasLogicas | | |
| **Función probar** | Contador de líneas lógicas. | | |
| **Objetivo** | Validar que el método *count* procese correctamente un bloque de código mixto, retornando el número exacto de líneas lógicas. | | |
| **Descripción** | Se crea un archivo temporal que contiene una combinación de declaraciones, estructuras de control y otros elementos. El método *count* debe analizar cada línea y sumar únicamente aquellas que sean lógicas, devolviendo el total esperado. | | |
| **Criterios de éxito** | El método retorna 4. | | |
| **Criterios de falla** | Retorna un valor distinto a 4 o se produce algún error inesperado. | | |
| **Precondiciones** | El archivo se genera con las líneas en el orden correcto y respetando la sintaxis estándar. | | |
| **Necesidades para el caso de prueba** | Datos de prueba:  · "package com.example;",  · "import java.util.List;",  · "",  · "public class MixedExample {",  · " Example example = new Example()",  · " public MixedExample() {",  · " // constructor body",  · " }",  · "",  · " public void exampleMethod() {",  · " if (x > 0) {",  · " System.out.println(\"Positive\");",  · " }",  · " }",  · "}" | | |
| **Autor** | David Muñoz Peña | | |
| **Fecha de creación** | 05/03/25 | | |
| **Flujo del caso de prueba** | **No paso** | **Usuario del sistema** | **Sistema** |
| 1 | Se genera el archivo temporal con las líneas indicadas. |  |
| 2 | Se genera el archivo temporal con las líneas indicadas. |  |
| 3 |  | El sistema procesa las línea y determina cuales son líneas lógica. |
| 4 |  | El sistema retorna 4. |
| 5 | El usuario verifica que el resultado es el esperado. |  |
| **Post condiciones** | N/A | | |

*Tabla 22 - Resultado del caso de prueba 2.11*

| **Numero de ejecución** | 1 | |
| --- | --- | --- |
| **Estatus (Pasó / No pasó)** | Pasó | |
| **Responsable de la ejecución** | David Muñoz Peña | |
| **Fecha de ejecución** | 05/03/2025 | |
| **Salida:** | No se generó ninguna salida visible en la terminal durante la ejecución de la prueba. | |
| **Faltas detectadas** | | |
| **Descripción falta** | | **Severidad (Alta, Media, Baja)** |
| N/A | | |